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Abstract

The emergence of conversational Al tools in late 2022 practically
changed the face of software engineering and software engineering
education. Contemplating the question of how to best prepare and
evaluate students in this new reality, we experimented with sys-
tematically introducing a conversational Al tool, ChatGPT, into the
2023 offering of an upper-level undergraduate project-based course
on Software Engineering. In this course, 20 groups of four students
each had to design and implement a project of their choice, with an
Android-based mobile client and a Node.js-based cloud server. This
paper discusses our goals, approach, and lessons learned from in-
troducing ChatGPT into the first phase of the project development:
scoping the work and defining the project requirements.

Our experience shows that students can achieve comparable re-
sults using a variety of ChatGPT interaction modes and the success
of each mode largely depends on students’ preferences, learning
styles, and the invested effort. Yet, in any of the modes, with mod-
erate effort, students can produce artifacts of a mid-range quality
level of around 80%. Moving above this range requires substantial
investment, which can be spent on brainstorming, crafting high-
quality prompts, or critically assessing ChatGPT’s output. We also
observe low prompting proficiency of the students: students can
improve their prompting strategies by providing a more adequate
description of their course and project setup, examples, and ex-
pected output format for their requests. Interestingly, students can
often be “swayed” by ChatGPT’s projected confidence, even when
their original ideas are, in fact, more appropriate than the proposed
refinements. We hope that our experience and lessons learned will
help spark further discussions on how to best embed Al tools into
the software engineering curriculum and work practices.
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1 Introduction

The last few years have been turbulent in the field of computing
education, when conversational Artificial Intelligence (AI) agents,
such as ChatGPT [1] and GitHub Copilot [3], introduced new oppor-
tunities and challenges to instructors and students [30, 31, 33, 35].
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As “resistance is futile” [33], in this paper, we report on our expe-
rience systematically integrating conversational Al into the 2023
offering of an upper-level undergraduate project-based course on
Software Engineering. The students taking this elective course are
in their third to fifth year of studies. They completed at least two
prerequisite programming courses and other fundamental computer
science courses, such as algorithms and data structures. About 60%
of students taking the course have prior internship experience in
industry, either independently or through a co-op program.

In the scope of the course, 20 groups of 4 students each had to
design and implement their project of choice, with an Android-
based mobile client and a Node.js-based cloud server. They used
iterative development and were tasked to produce multiple deliver-
ables, including project scope and its requirements, design, project
implementation, integration and system tests, manual and auto-
mated code review results, and project documentation. Students
were allowed to use ChatGPT as an assistant in completing their
assignments, such as preparing requirements and design, albeit in
a controlled way, to fulfill the pedagogical objectives of this course
offering: assess the pros and cons of using Al tools in software
engineering processes and instill critical thinking when working
with these tools.

For this paper, we focus on the first phase of the project develop-
ment: scoping the work and defining the project requirements [17].
We designed two alternative processes for students to use ChatGPT
for this task. As a start, we asked each group to come up with two
possible ideas for their course project. Then, for one of these ideas
picked by a teaching assistant (TA) at random, students were asked
to spend one and a half hours during a lab session to brainstorm
the task and manually specify the initial set of requirements (as
they typically did in all prior offerings of the course). After the
lab, students were asked to use ChatGPT to refine and update this
initial specification. We refer to this process as Process A. For the
second project idea, the students were asked to work with ChatGPT
from the start, without manually specifying the requirements first.
We refer to this process as Process B. For both processes, in addi-
tion to the final deliverable, students were asked to submit their
intermediate artifacts and all conversations with ChatGPT.

For the results reported in this paper, we grade and analyze all
requirements specifications produced by students in both processes:
the initial requirements specification produced in the lab for Pro-
cess A, the output produced after ChatGPT interactions in both
processes, and the final submissions in both processes (only the
final submissions were graded in the scope of the course). The goal
of this analysis is to investigate which of the processes, A or B,
leads to higher-quality requirements specifications.

It is well-established that the quality of ChatGPT output depends
on the quality of the prompts [42, 54]. As such, we also aim to put
this analysis in context of the prompting strategy students applied
and the refinements they performed on the output obtained from
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ChatGPT. To this end, we set a grading metric for ChatGPT prompts,
deriving it from OpenAl guidelines [37] and existing literature,
e.g., [12, 32, 49, 51, 53]. We use the metric to assess the quality of
the prompts produced by the students, categorize different modes
in which students interact with ChatGPT, and discuss the strengths
and areas of improvement in their prompting strategies.

Furthermore, to assess the ability of ChatGPT to produce require-
ments specifications, we construct an experiment that replicates the
students’ work using an improved prompting strategy. We assess
the quality of the specifications produced by ChatGPT under this
setup and the effort required to arrive at these specifications. We
compare this effort to the effort self-reported by students in their
submissions and also analyze the students’ self-reported reflection
on the use of ChatGPT for this task.

Finally, we analyze the students’ reflections on their experience
working with ChatGPT for this task.
Our analysis is driven by the following research questions:
RQ1: Which process, A or B, results in better requirements specifi-
cations?
RQ2: What effort is required to produce high-quality artifacts in
each process?
RQ3: How do students utilize ChatGPT in their work?
Our results show that:
1. Both processes A and B can be equivalently effective. While Pro-
cess A increases the students’ ability to critically assess the results
produced by ChatGPT, it is also associated with a decreased quality
of prompts in ChatGPT discussions, mostly because students pro-
vide less clear instructions, mistakenly assuming the initial specs
they provide are sufficient. Overall, students can improve their
prompting strategies by providing a more adequate description
of their course and project setup, examples, and expected output
format for their requests. Moreover, students can be “swayed” by
ChatGPT’s confidence, even though the artifacts they initially pro-
duced are more correct than fixes proposed by ChatGPT; it is thus
important to provide them with evidence-based education about
the need to analyze ChatGPT results more critically, which often
increases their ability to produce high-quality outcomes.
2. While on average students could achieve similar results in both
processes, obtaining a high-quality output requires an investment
of time and effort, in terms of time spent in initial brainstorming,
crafting high-quality prompts, critically assessing ChatGPT’s out-
put, and refining the results. The majority of this effort is spent
to achieve the improvement beyond the relatively-easy-to-achieve
generated requirements quality of around 80%.
3. Students perceive ChatGPT as a useful tool for ideation, refine-
ment, and formal writing, with ChatGPT’s suggestions for the last
two use modes receiving the highest adoption rate, especially for
students with at least partially formed initial ideas. At the same
time, students are concerned about over-reliance on ChatGPT. Some
students indicate a clear preference for having preliminary brain-
storming and discussions while others prefer to work with ChatGPT
directly. We believe different modes of work can be beneficial for
different student personality types.
Data Availability and Ethics Approval. The full description of
the course setup, our grading rubrics, the aggregated statistical

Anon.

data collected from student projects, and all data used in our own
experiment are available in our online appendix [6]. The study of
student projects was approved by the ethics board in our institution.

2 Course Setup

The Software Engineering course discussed in this paper was taught
in the Fall 2023 term (September-December). In what follows, we
outline the structure of the course, its requirements specification
milestone, and the use of ChatGPT in the context of this milestone.

Course Format. The main goal of this elective course is to teach
core Software Engineering principles required for building non-
trivial software-intensive systems. Students can take the course
starting from their third year of undergraduate studies, after com-
pleting at least two prerequisite programming courses and several
fundamental computer science courses, such as algorithms and data
structures. Many also complete at least one internship or co-op term,
during which they acquire professional, paid work experience. Stu-
dents in our university can take up to five co-op terms overall,
resulting in a five-year-long undergraduate program.

The course uses a term-long development project as the main
learning vehicle. Working in groups of four, students develop a
client-server software system of their choice, with Android-based
mobile client and a Node.js-based cloud server. Each project must
contain certain course-required features, such as third-party au-
thentication, and project-specific features defined by the students
themselves. The students are expected to scope their work and
define project requirements (the focus of this paper), provide a
high-level design of their project, its implementation, integration-
and system-level tests, results of the automated and manual code
review, and documentation.

This offering of the course had 88 students, with 70% of the

course cohort in their fourth or fifth year and 60% of the course
cohort having completed at least one co-op term. Thus, the majority
of the students already have fundamental programming experience
and take the course to learn good software engineering principles.
Per the guidelines of the ethics board, the students were given the
option to opt out from using their project data in our study. Two of
the 22 groups chose to opt out. Thus, the results of this study are
based on the work of 20 groups (80 students).
Requirements Specification. In the requirements specification,
students are asked to define the scope and specify the main func-
tionality and constraints of the system they wish to build [45].
We asked students to provide both functional and non-functional
requirements for their projects (FRs and NFRs, respectively).

FRs describe the system functionality, i.e., what the system should
do (rather than how). For this course, students were asked to cap-
ture requirements in form of (1) a use case diagram [24] with 5-6
clearly defined non-trivial use cases and 1-3 actors. Then, for each
use case, the students were asked to provide (2) a more descriptive
specification that includes a list of success and failure scenarios [8],
where success scenarios describe the normal flow of events and
failure scenarios describe what can go wrong and how to mitigate
failures in each step of the success scenario.

NFRs describe system properties and constraints related to per-
formance, safety, security, scalability, usability, etc. Students were
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asked to describe 2-3 main NFRs for their project in plain text, to-
gether with the justification for why each requirement was needed
and how it could be validated.

The goals of this milestone were both to familiarize the stu-
dents with the concepts of requirements elicitation, analysis, and
specification, and to have them think through the details of their
proposed project before they embark on its implementation. Due to
the iterative nature of the project, students were also encouraged
to revise and refine their requirements throughout the term, as the
implementation progressed and new information and constraints
emerged. Yet, in the scope of this paper, we focus only on the initial
specification they produced in the requirements milestone.

The requirements were graded based on the following attributes,
inspired by the course guidelines and existing literature [7, 45]:

1. Complete, i.e., cover all parts of the project goals, providing suffi-
cient information to implement the system.

2. Consistent, without having contradictory definitions across mul-
tiple requirements.

3. Unambiguous, i.e., free of multiple, potentially conflicting inter-
pretations of a requirement.

4. Focused, i.e., defined at the right level of detail (not too coarse-
grained or too fine-grained).

5. Relevant to the project at hand (rather than applicable to any
project).

6. Feasible to implement given the time/resource constraints.

7. Verifiable/Measurable, i.e., where it is possible to clearly define
corresponding test cases.

8. Correctly classified as FR vs. NFR, i.e., FRs are not classified as
NFRs and the other way around.

9. Well-formatted, with appropriate notations of use case diagrams,
success and failure scenarios, etc.

The full description of the requirements specification approach
used in the course, our evaluation criteria, and our full grading
rubric are available online [6].

Use of ChatGPT. One of the educational objectives of this course
is to expose students to the advantages and disadvantages of using
Al tools in Software Engineering processes. As such, throughout
the course, students were allowed to use ChatGPT as an assistant
in completing their assignments. We did not teach or enforce any
specific prompting strategy, and students could use the tool in any
way they preferred. Yet, they were required to critically analyze
advantages and disadvantages of the tool and submit the results of
their analysis together with the milestone artifacts. Students were
also asked to submit their full chat history, which was not graded.

For the requirements milestone, students were instructed to use
ChatGPT 3.5, which was the publicly available free version at the
time the course was given. This restriction was necessary to ensure
a consistent and fair experience. To facilitate our and students’
critical analysis of the utility and outputs of the tool, we designed
two working modes, referred to as Process A and B (see Figure 1).
Process A relies on a thoughtful consideration of the project scope
and requirements prior to ChatGPT interaction, while in Process B
students started directly from interacting with the tool.

To enable efficient comparison of the processes, each group of
students was first asked to come up with two possible ideas for
a project they might want to implement within the scope of the
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Figure 1: Processes A and B.
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course (one per process). To avoid any bias that may arise from
personal preferences of students when picking which idea to work
on first, we asked half of the groups to use process A to work on
their first idea and process B to work on their second idea. The other
half of the groups used process A to work on their second idea and
process B to work on their first idea. That is, each group delivered
requirements specifications for both of their ideas (40 requirements
specification documents in total). However, we controlled for which
of their ideas they developed with each process. We denote by I4
the project idea for which the student group followed process A
and by Ip — the project idea for which they followed process B.

The students started to work on I4 in a two-hour-long course lab
session, where they produced requirements specifications without
using any Al or other external tools, as was typically done in pre-
ChatGPT offerings of the course. Throughout the session, course
TAs provided initial instructions and were available to answer
questions the groups had. In total, the students worked on the
requirements specification of I4 for 1.5 hours and were asked to
submit the version they produced by the end of the lab session. We
refer to this version as Hy (see the upper part of Figure 1; H stands
for ‘Human’). This intermediate submission was not graded in the
scope of the course, but we later graded it for this study.

After the end of the lab session, students were given 10 days
to complete their requirements specifications for both I4 and Ip.
Specifically, they were asked to use ChatGPT to further improve
H, through a series of discussions. They had to submit all their
conversations with ChatGPT, which we refer to as P4. Students
could choose to stop interacting with ChatGPT at any point of this
step, if they believed the interactions did not lead to any mean-
ingful improvement. We refer to the requirements specifications
we extracted from these conversations as G4 (G stands for ‘GPT’).
This artifact was also not graded in the scope of the course, but we
graded it for the discussion provided in this paper. As the last step
in this process, students were asked to produce and submit their
final requirements specification for I4, which we refer to as F4 (F
stands for ‘Final’).

Additionally, students developed requirements for their Ig (lower
part of Figure 1). Unlike in process A, they interacted with ChatGPT
without having a preliminary discussion session, but could further
refine ChatGPT results. We refer to artifacts produced in this pro-
cess as Pg (for ChatGPT conversations), Gp (for the requirements
specifications produced through ChatGPT interaction), and B (for
the final submission of their Ig requirements specifications, which
was graded in the scope of the course).

To summarize, the main difference between the processes is
that process A involved an in-class TA-facilitated session, where
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Figure 2: Deriving the prompt quality assessment metric.

students had to brainstorm and draft their project scope and require-
ments prior to ChatGPT interaction. No such session was present
in B and students could start directly from interacting with the
tool (as we assumed many would do if not explicitly encouraged
to meet and brainstorm). In both cases, TAs were available outside
of the lab hours, to answer questions about the course material
and the assignment via Piazza [5]. A detailed description of the
requirements assignment is available online [6].

3 Study Methodology

We now describe the methodology we followed for answering the
research questions outlined in Section 1.

3.1 RQ1: Process Avs.B

Grading Process. Even though in the scope of the course, we
only graded the final requirements specifications produced by the
students in each process, to answer this research question, two
authors of this paper, who were also TAs of the course, graded
all intermediate artifacts produced by students, i.e., requirements
specifications (Hy4, G4, Fa, Gp, and Fp) and prompts (P4 and Pp).
The authors cross-validated grading for each artifact and all
disagreements (5% disagreement rate for requirements artifacts and
6% for prompts) were resolved in a discussion with another author,
who served as the primary course instructor. Our full grading rubric,
for both requirements and prompts, is available online [6].
Grading Requirements Specifications. We assigned to each of
the requirements quality attributes specified in Section 2 a grade on
a scale of 0-5. To this end, for each quality attribute, we extracted a
set of issues, such as missing or incomplete descriptions, logical or
factual errors, and more. The full list of issues is available in our
online appendix [6]. We assigned a severity for each issue: from 0 -
absent, to 1 - rare, 2 — moderate, 3 — abundant. We further added
and normalized the issue severity ranks for a quality attribute,
producing a 0-5 scale attribute score (the higher the better). Finally,

1. What to Ask:
Use cases, actors, a use case diagram, success scenarios,
failure scenarios, and non-functional requirements
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Figure 3: Prompt quality assessment metric.

we averaged the attribute scores for all nine quality attributes to
produce the final grade for a requirements specification, giving
completeness a double weight, as incomplete information reduces
the likelihood of identifying other issues.

Grading ChatGPT Prompts. We used the process in Figure 2 to
derive a set of quality attributes used for assessing the quality of
ChatGPT prompts. We started from the OpenAI prompt engineer-
ing guide for GPT models [37] and extensive advice from existing
literature on prompt engineering best practices [12, 14, 32, 51].

As existing guidelines are largely high-level and cannot be di-
rectly used for assessing conversation quality, comparing conversa-
tions with each other, and correlating the quality of conversations
with the quality of requirements specifications produced in these
conversations, we aimed to turn the guidelines into a concrete met-
ric. To this end, we derived an initial set of attributes and used
them to assess 10 randomly selected ChatGPT conversations - five
for each process A and B. The assessment was conducted by three
authors of the paper independently, with each one collecting their
observations and suggestions for improving the attributes. We re-
fined the attributes following these suggestions and conducted a
second pilot study by independently grading another 10 conversa-
tions selected at random. Only minor revisions were required at
this stage and we used the refined set of attributes to grade all 40
conversations.

Figure 3 shows the final set of attributes we derived. They are
divided into two parts: the “What to Ask” part contains task-specific
attributes. In our case, these are attributes of the requirements
specification, i.e., use cases, actors, a use case diagram, success
scenarios, failure scenarios, and non-functional requirements.

The second, “How to Ask” part, is mostly agnostic to the task at
hand. It has seven attributes grouped into three categories:

1. Problem Setup, which includes the Course and Project Setup at-
tributes, ensures an adequate description of the problem space (e.g.,
project goal, scope, and time constraints) and course-specific ways
to define requirements (i.e., with success and failure scenarios) [37].
2. Instructions and Expected Results, which includes Explicit Requests,
Expected Content, and Expected Format attributes, focuses on the
importance of clearly defining the instruction/question for Chat-
GPT [14] (vs. just asking “Fix this” or “What do you think”, as some
of our students did) and specifying the content and format of the
expected results [37].

3. Contextualization, which includes the Personas and Examples
attributes, helps provide an adequate context and guide the desired
style of the ChatGPT-generated output [12, 32, 37, 51].

For each of these categories, we identified four cross-cutting quali-
ties (horizontal rows in the figure), which ensure that each category
is defined in an adequate manner. Specifically:

1. Complete means that all the necessary details are provided for
each attribute.

2. Clear means the information is well-formulated and is free of
ambiguities and mistakes.
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3. Relevant means the information is relevant to the task at hand
(vs. asking generic questions about marginally-related topics or
providing unnecessary contextual information).

4. Focused means that the instructions are fine-grained and specific
(vs. asking many questions at once).

As with requirements, when grading, we identified a set of issues
for each of the 28 factors (7 attributes X 4 cross-cutting qualities),
assessed them based on their severity, and converted the assessment
into a numeric score for each factor, on the scale of 0 to 5 (the
higher the better). We further averaged the scores across categories,
producing the total score for the “How to Ask” (denoted by H).

For the “What to Ask” part, we assessed whether students had
at least one request or question related to each of the six require-
ments components in their chats. We then computed the fraction
of requirements components they consulted ChatGPT about. E.g.,
if the students consulted ChatGPT about actors, use cases, a use
case diagram, success scenarios, and failure scenarios, but omitted
the non-functional requirements, the assigned score would be 5/6.
We denote this score by W.

We compute our final prompt assessment score as W X H, to

independently consider both the completeness of the assigned task
(W) and the employed prompting strategies (H). That is, our metric
makes it possible to distinguish between students who use excellent
prompting strategies but only complete part of the assigned task
and those who complete the entire task.
Comparing artifacts produced in processes A and B. For Pro-
cess A, we compare the quality of the students’ initial specification
made in the lab (Hy), with the specification we extracted from their
ChatGPT outputs (G4), and their final requirements specifications
(Fa). For Process B, as no initial specification was made, we compare
the quality of Gg and Fp.

In addition, to assess the “trajectory” students followed for ar-
riving at their final requirements specifications and determine to
what extent ChatGPT output was used, we compared the ChatGPT
outputs (G4 and Gg) with their corresponding final specifications
(F4 and Fp). We noted the number of the requirements components
(i.e., use cases, actors, a use case diagram, success scenarios, failure
scenarios, and non-functional requirements) for which students di-
verted from the ChatGPT output and deemed groups that diverted in
three or more components (50% or above) as “high-editing” groups.
We deemed all the remaining groups as “low-editing”.

3.2 RQ2: Effort

As the quality of results produced by ChatGPT highly correlates
with the quality of the prompt, we aimed to gain further insights
into the effort required to complete the deliverable at a high-quality
level while interacting with ChatGPT. To this end, we conducted
an additional experiment, where we recruited a human expert who
was not involved in the course, neither as a student nor as an
instructor. In what follows, we refer to this expert as an investigator.
The investigator is a Master’s student (in a university different from
where the course was given), holds an undergraduate degree with
distinctions in Computer Science, and subsequently also became a
co-author of the paper.

Subjects. We asked the investigator to use ChatGPT to produce
deliverables for four case study subjects systematically selected
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from the 40 projects in this course offering: two for process A and
two for process B.

S1, Sy: First, we selected two subjects that correspond to projects
that received the highest and the lowest H4 grade, out of all spec-
ifications produced by the students in the lab. We refer to these
subjects as S1 and Sy, respectively. As a starting point for the in-
teractions with ChatGPT, the investigator used these requirements
specifications, as was also done by the course students in process
A. Our rationale for selecting the specifications with the highest
and the lowest grade was to factor out the quality of the inputs
and focus on the prompting effort required to produce high-quality
refined requirements specifications with ChatGPT.

S3, S4: We further selected two projects for which students re-

ceived the highest and lowest prompt grades in Process B and,
as a result, produced the highest and lowest ChatGPT-generated
requirements specifications Gg. We refer to these subjects as S3
and Sy, respectively. Here, the investigator used as a starting point
the high-level project descriptions produced by the students for
these projects, as was done by the course students in process B.
Our rationale for selecting these subjects was to, again, factor out
the quality of the inputs, demonstrating that our prompt genera-
tion strategies can consistently lead to high-quality outputs, and to
compare student prompts with those of our investigator.
Prompt Crafting Principles. We equipped the investigator with
the course material, to simulate the experience of students taking
the course, but did not disclose our requirements assessment metric,
to avoid biasing the study. However, unlike with the course students,
we equipped the investigator with the prompt quality metric and
discussed the attributes of good prompts. We asked the investigator
to improve the initial specifications for S; and Sy and to produce
requirements specifications for S3 and Sy, as the students of the
course did, only using better prompting strategies.

Specifically, we instructed the investigator to focus on crafting
well-formulated questions but not engage in any follow-up clarifi-
cation discussions with ChatGPT, to avoid subjectivity and ensure
our experiment is reproducible. As such, we essentially obtained
the lower bound on the result that can be achieved with an initial
good prompting, without any further clarifications made. Further-
more, to avoid subjectivity, the inputs provided to ChatGPT for
the case studies from each process varied only in the initial project
description (Hy for subjects S; and Sy; Ig for subjects S3 and Sy),
which were used without any modifications.

After reviewing the course project specification (to build a clear
understanding of the target system’s goals, scope, and constraints),
the milestone description (to understand the scope of the assign-
ment), and the lecture notes on requirements engineering (to fa-
miliarize themselves with the covered material), the investigator
mainly followed the “divide and conquer” principle to design a
series of ChatGPT questions.

Specifically, the investigator worked in a hierarchical manner,
starting from a high-level description of the personas, and course
and project setup. Then, the investigator split the tasks: first, by
working on each requirements component individually and then
by working on its sub-parts individually (“What to ask”). This was
done to both reduce the scope of each ChatGPT question and to
ensure no part of the assignment is overlooked.
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For each individual step, the investigator provided all relevant
parts of the course and project setup (repeating them, if necessary,
for a new question, to ensure sufficient context is provided), ex-
pected output content and format, and an explicit request. The
investigator also aimed for complete, clear, relevant, and focused
requests, as per our prompt guidelines (“How to ask”). For example,
after a brief introduction of the course, assignment, and project
scope, the investigator instructed ChatGPT as follows: “Let’s start
with functional requirements. I will now provide you my initial speci-
fication of functional requirements and will ask you to refine them.".
The investigator then further split the question in a hierarchical
manner: “Let’s consider one functional requirement at a time. <...>.

At the end of each step, the investigator asked ChatGPT to com-
bine the information about individual items, producing a complete
output: “Let’s put everything together. List all functional requirements
for the project using the format described below <...>.

The prompt templates the investigator used and example con-
versations for processes A and B are available online [6].
Assessment. All requirements produced by the investigator in
this experiment were graded by the TA authors of this paper, who
also graded all student artifacts, using the method in Section 3.1.
To avoid issues related to the instability of ChatGPT, which are
reported by existing work [28, 38] and which we also observed in
our study, the investigator repeated the experiment for each subject
three times. We observe only minor differences between the results
obtained for each subject across the three ChatGPT iterations (< 2%
Std. Dev.) and report the average result. The time invested in these
repetitions was not considered for the purpose of this study.

We measured prompting effort by using prompting time and
the count of questions and words in a prompt. All students spent
1.5 hours in the lab crafting the original submission in Process A
(Ha). We relied on students’ self-reported (mandatory) assessment
of the time they spent in completing requirements specifications
for Process A and producing specifications for Process B. Like for
students, we rely on the investigator’s self-reported time for crafting
ChatGPT prompts and producing the necessary deliverables.

We used metrics such as the number of questions asked during a
ChatGPT session and the total number of words in these questions,
to assess the effort required for providing complete information
to ChatGPT. Furthermore, we categorized the words in a prompt
by the prompt’s quality attributes they contribute to, to identify
words that describe Course Setup, Project Setup, etc. To this end,
two of the authors of this paper manually inspected students and
the investigator’s conversations for subjects S1-S4, marking each
sub-phrase/word with its purpose. Words that could not be reliably
classified, e.g., “Please” and “Thank you”, were marked as Other. The
authors discussed any major disagreements in counts and involved
the investigator, when necessary.

3.3 RQ3: Usage Patterns

For the course, students were asked to describe advantages and
disadvantages of using Generative Al technology for each of the
Software Engineering tasks. In this research question, we analyze
the students’ self-reflections and interpret their reports.

We further complement the students’ reflections with our own
analysis that aims to explore how students utilize ChatGPT for

Anon.
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Figure 4: Average quality of artifacts in A*, A~ and B.

their requirements engineering assignment. To this end, we used
open coding - a qualitative data analysis technique borrowed from
grounded theory [47], to extract patterns students use when in-
teracting with ChatGPT. More specifically, we started from a pi-
lot study where two authors of the paper independently read the
prompts of five student groups and identified the goals behind their
questions/commands. These two authors and an additional arbiter
then met to discuss the identified concepts and any disagreements,
refine concept labeling, and merge related concepts, if needed. Af-
ter agreeing on a coding style, the authors split and assessed the
prompts of all 20 groups.

4 Results

We now discuss the results of our study.

4.1 RQ1: Process Avs.B

Requirements Specifications. Figure 4 shows the average score
for each of our graded artifacts across all projects and processes.
When inspecting students’ interactions with ChatGPT, we observed
that 7/20 groups in process A did not, in fact, provide their manually-
defined requirements specifications (H4) to ChatGPT (using Chat-
GPT only as a vehicle to generate new ideas to augment their
original specifications). These groups essentially followed a process
similar to process B, only after already having their requirements
defined manually in the lab. To better understand the impact of
this decision, we further split the process A artifacts into those that
included the original specifications in conversations (referred to as
A%) and those that did not (referred to as A™).

Furthermore, we split the groups in each process into high-
editing and low-editing, as discussed in Section 3, and report the
numbers of such groups in each of the processes (an ellipse with
either single or multiple check marks, which appears before the fi-
nal requirements specification deliverable). We provide the average
grades for the deliverable for these two types of groups separately,
and then show the aggregated average grade for each process.

We were surprised to see that, overall, students were able to
achieve comparable grades in all three processes: 82% for A*, 75%
for A7, and 77% for B, with no statistically significant difference
between the processes. In fact, out of the ten top-ranked projects,
five followed Process A (three: A*; two: A™) and the other five —
Process B. However, when following A* and A~ processes, students
tended to edit the result produced by ChatGPT more frequently (in
11/13 and 5/7 cases for A* and A~ , respectively, compared with 7/20
cases for B). This is likely because these students were more inclined
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Figure 5: Prompt vs. generated output quality.

to refine the results based on their preliminary discussions. This
observation is also aligned with impressions reported by students,
e.g., «B process just uses answers from ChatGPT, whereas the
process for A uses the best answers from ChatGPT and our own
answers».

Students’ Prompts. It is widely established that the quality of
results produced by ChatGPT highly correlates with the quality
of the prompt [34, 39]. Figure 5 confirms this observation for our
study as well, showing a strong correlation between the quality
of requirements produced by ChatGPT in both processes (y-axis,
denoted by G and combining both G4 and Gg) and the quality of
the corresponding prompt (x-axis, denoted by P and combining P4
and Pg). The figure also shows that our prompt quality metric is
indeed able to reliably distinguish between prompts that produce
low- vs. high-quality requirements specifications.

Figure 6 shows average scores for each prompt attribute in each
of the three processes. Overall, students did not provide an adequate
description of the course setup, examples,and personas in their
prompts. They also lacked a sufficient description of the project
setup and expected output format.

To our surprise, we observed that students who followed pro-
cess B scored better on almost all prompt quality attributes, likely
because students in A™ mistakenly assumed that their initial sub-
mission already provides all this relevant contextual information.
The low quality of some initial specifications further complicated
matters, as these specifications did not contain clear descriptions
and examples of what needed to be done.

The prompt quality is even lower in A~ groups, where no initial
submissions were provided. We conjecture that this is because
students had already spent time discussing their requirements in the

Course Setup
5

Examples 3 Project
Setup

Personas
reon Explicit

Requests

Expected Expected
Format Content

Figure 6: Prompt attribute scores for A*, A~, and B.
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lab and, when deciding to use ChatGPT to augment their work, they
implicitly assume the tool also “knows” all the necessary details.
Reliance on ChatGPT. The ability to critically analyze and im-
prove ChatGPT outputs is another factor affecting students’ grades.
In our study, students who edited ChatGPT results more heavily
achieved higher grades than those who did not, across all processes.
In fact, the five lowest requirements specification grades across all
processes all belong to low-editing groups.

As an example, when asked to generate use cases for a project,
ChatGPT often listed security, performance, and responsiveness as
parts of project functionality. However, in the scope of the projects
students developed in the class and according to the course specifi-
cation, most of these would be considered non-functional require-
ments. Students who correctly fixed ChatGPT suggestions received
a higher grade.

Aligning the feasibility of requirements with the scope of the
course is another major modification applied by the students. Stu-
dents from one of the groups noted that «[they] have a way better
understanding than ChatGPT in terms of the scope of the project».
ChatGPT also often provided generic requirements not directly
relevant to the scope of the project, such as “In-App Purchases and
Monetization”.

Overall, we observed that ChatGPT often produced incomplete

specifications, generic and unfeasible requirements, and incorrectly
classified FRs/NFRs. Interestingly, we also observed that some of
the Process A students were “swayed” by ChatGPT’s projected
confidence, even when their original ideas were, in fact, more ap-
propriate for the scope of the course than the refinements proposed
by ChatGPT.
Answer to RQ1: Both Process A and B can result in requirements
specifications of comparable levels of quality of around 80%. To
achieve better results, students can improve their prompting strate-
gies by providing a more adequate description of the course and
project setup, examples, and expected output format for their re-
quests. It is also important to provide students with evidence for
the need to analyze ChatGPT results more critically, as students
can often be “swayed” by ChatGPT’s projected confidence, even
when their original results are more accurate.

4.2 RQ2: Effort

To evaluate the quality of requirements one can generate by prompt-
ing only and the effort required to craft high-quality prompts, we
inspect the data collected in our expert-investigator experiment for
subjects S1-S4 and compare it to that of students.

Artifacts Produced by Prompting. The Artifacts part of Table 1
(columns 2-5) shows the quality of the artifacts for the four subjects
in our experiment. The Students sub-part shows the quality of the
initial requirements specifications produced by the students in the
lab (Hy, available for S; and Sz only), the quality of their prompts
(P), and the quality of the requirements specifications produced
by ChatGPT for the prompts (G). The investigator sub-part, Inv.,
shows the quality of the requirements specifications produced by
ChatGPT in the investigator’s experiment. We omit other columns
for the investigator as (a) the investigator used the exact same
initial requirements specifications (Hy) as students did, and (b) the
investigator’s prompts were explicitly designed to optimize for our
metric, thus, the quality of their prompts is 100% by definition.
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Table 1: Prompt Assessment
Artifacts Effort
Subi Students Inv. || #Questions #Words
- H rlala lsw!lmy Total  |Course Stp.|Project Stp. |Explicit Req. |Exp. Content | Exp. Format| Personas | Examples | Other
A ’ " || Stu. | Inv. |Stu. [Inv. |Stu.| Inv. |Stu. [Inv. |[Stu.|Inv. |Stu. |Inv. |Stu. | Inv. |Stu. | Inv. | Stu. | Inv.
S1 92% | 27% | 65% | 99% 9 29 188 | 6,206 | 24 | 566 | 118 [3,655| 36 | 328 10 | 572 0 52 0 40 0 982 0 11
Sa 27%(17% | 38% | 97% || 16 | 29 527 |2,915| 0 | 566 | 208 | 364 | 269 | 328 15 | 572 0 52 0 40 0 982 | 35 11
S3 - |70% | 84% | 94% || 23 | 23 617 |3,045| 273 | 566 79 | 291 | 50 | 343 80 | 610 22 | 48 68 40 36 1,137 9 10
M - |18% |47% | 95% 4 23 56 (2,906 0 | 566 32 | 152 | 24 | 343 0 | 610 0 48 0 40 0 1,137 O 10
[ avg || - [33%]58%[96%]] 13 [ 26 [[347[3,768] 74 [ 566 [ 109 [1,115] 95 [336 [ 26 [591 [ 6 [ 50 [17 ] 40 [ 9 [1060] 11 [ 11 |

Provided with such prompts, ChatGPT was able to produce re-
quirements specifications graded at 96% on average (min: 94%, max:
99%). The reasons for not reaching 100% include our deliberate deci-
sion not to follow up with clarification, as well as ChatGPT-related
issues, such as generating incomplete specifications, generic and
unfeasible requirements, and incorrectly classified FRs/NFRs. While
similar issues also occurred in outputs ChatGPT produced for stu-
dents, their magnitude is mitigated by the good prompting strategy.
For S1, the high-quality specifications Hy (92%) provided as an
input allowed ChatGPT to inherit these specific and well-scoped
requirements and further help produce nearly-perfect output (99%).

The improved quality of the prompts comes at the expense of
effort invested in crafting such prompts, which we discuss next.

Time. For our investigator, interactions with ChatGPT took five
hours per subject, out of which four hours were spent on crafting
and refining the prompt (common for all subjects) and one addi-
tional hour was spent on the actual interactions with ChatGPT.
Interestingly, students who achieved the highest overall require-
ments specifications scores also reported investing around five
hours in their projects, on average. However, this investment was
spent on a combination of various activities, including crafting
ChatGPT prompts, brainstorming, and inspecting and manually
adjusting ChatGPT results.

For the projects in the medium grade range of around 80%, stu-
dents invested 1.5-3 hours, on average. Interestingly, requirements
specifications generated in the 1.5 hours lab session, without any
use of ChatGPT (Hj4), were, on average, of comparable quality to
the mid-range final artifacts produced by the students in the course
and were even better than artifacts produced by turning to ChatGPT
directly in Process B (Gp).

When focusing on students’ prompting effort in particular, the
students with the highest-quality prompts reported that crafting
prompts took them about three hours, on average. In comparison,
for the remaining groups, this time was one hour, on average. Yet,
students’ highest-quality prompts still resulted in requirements
specifications graded around 80%, e.g., the grade for the ChatGPT-
produced requirements specifications for subject S3 (the highest
prompt quality and, as a result, the highest-quality requirements
specification from all students’ prompts) is still 84%, due to the
remaining prompt issues.

Question and Word Count. The Effort part of Table 1 shows the
number of questions (#Ques) and the number of words (#Words) in a
chat conversation, for students (Stu.) and the investigator (Inv.), sep-
arately. We further report the word count for each prompt quality
attribute: Course Setup, Project Setup, etc.

These metrics, again, assess the needed investment in producing
high-quality prompts. For example, the students’ prompt for subject
S3 indeed had the highest number of questions (23) and words (617)
among other students’ prompts. While our investigator asked the
same number of questions in this case, the questions were around
5 times longer, allowing them to achieve 94% vs. 84% in the quality
of the generated requirements specification (in return for the effort
of producing text with 3,045 vs. 617 words). Across all case studies,
the investigator conversations were 10 times longer, on average.

Interestingly, for Sy, the relatively high number of questions
(16) and words (527) in the students’ artifacts did not translate to a
high-quality outcome (38% for G). Our analysis shows that students
in Sy omitted many of the prompt quality components, such as
course setup, expected output format, and examples, all of which
were included in students’ S3 prompt.

The effort required for closing the quality gap while relying on
ChatGPT is also aligned with impressions reported by the students
themselves: «getting to 80% is easy, but a lot of work needs to be
done to get the remaining 20%».

Answer to RQ2: While a mid-range quality level outcome can be
achieved with moderate effort, reaching high-quality results often
requires more than twice the investment, with or without ChatGPT.
This investment is spent in brainstorming, crafting high-quality
prompts, and critically assessing and refining ChatGPT’s outputs.

4.3 RQ3: Usage Patterns

Students’ Impressions. Figure 7 summarizes the most prominent
observations reported by the students in their own reflections on
using the tool. In a nutshell, a number of groups mention that
ChatGPT is creative and can be a valuable tool for brainstorming,
essentially treating it as another member of the team. Some also
report that it is quick and easy to use, can act as an expert reviewer
in catching mistakes, is knowledgeable, and is available 24/7, al-
lowing the students to treat it as a member of the teaching staff.
At the same time, ChatGPT responses being generic and unrealis-
tic was the most frequently-mentioned issue, which is consistent
with observations in our own study, where ChatGPT produced
some generic and unfeasible results even when using high-quality
prompts. The significant amount of effort required to craft prompts
and refine the results, the lack of “common sense,” and the tendency
to over-rely on ChatGPT results which, in turn, fosters a poor under-
standing of materials, were other main mentioned disadvantages,
all of which are consistent with our observations as well.

Further inspecting students’ reflections, we observed that some
groups valued the collaborative teamwork setup and found it to be
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Figure 7: Student reflections on using ChatGPT.

(b) Disadvantages.

more productive and enjoyable: «Time spent in the lab collaborating
on the requirements specifications was undeniably more enjoyable
and quite constructive». Others believed ChatGPT reduced their
workload and made the requirements engineering process more
efficient: «B was more productive because ChatGPT takes away
that initial brainstorming time and gives you what you need in
seconds». We believe each of these different working modes is
effective and suitable for students with different personality traits:
some prefer an interactive environment while others work better
with a digital assistant. Further investigating such correlations is
beyond the scope of this work.

As already mentioned in Section 4.1, we observed that some
groups overly relied on ChatGPT: despite the high quality of the
in-lab requirements specification (92% and 86%), these groups did
poorly in prompting and further adopted those mistakes made by
ChatGPT that they did not originally have, such as including very
generic use cases, non-measurable non-functional requirements,
and inconsistent descriptions. This led to a low score in their fi-
nal specification (65% and 67%, respectively). We believe that the
confident tone adopted by ChatGPT could sway the opinion of inex-
perienced users in the wrong direction. Indeed, some of the groups
confirm this observation: “ChatGPT is indeed a double-edged sword,
the person needs to be well-versed about the topic”.

Usage Modes. To gain further insights into how students utilized
ChatGPT, two authors independently read the students’ prompts,
as discussed in Section 3.3. We identified four main ChatGPT us-
age modes among students, which we define below. Each of the
usage modes is applied to one or several requirements specification
components: use cases, actors, use case diagram, success/failure
scenarios, and non-functional requirements.

1. Generation refers to cases when students asked ChatGPT to
generate new components, e.g., “can you generate failure scenarios
for this functional requirement?”.

2. Concretization refers to cases when students asked to refine
an existing component with more detailed content or information,
e.g., “Can you provide numerical values for these non-functional re-
quirements based on average values from high-performing apps?”.
3. Rewriting refers to cases when students asked to adjust format-
ting, improve the clarity of existing text, or fix typos and grammar
mistakes, e.g., “can you help me edit the grammar of my work?”.
4. Concept Understanding refers to cases when students’ ques-
tions focused on gaining knowledge about some requirements spec-
ification component, utilizing ChatGPT as a replacement of an
information source, such as the course teaching staff or internet,
e.g., “what is a functional requirement?”.
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Table 2: Usage Patterns and Acceptance Rate

Total Generation Concretization Rewriting

Process

#Projects #ijects‘ Accept. Rate #Projects‘ Accept. Rate #Projects‘ Accept. Rate
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In what follows, we analyze how students utilize ChatGPT out-
puts obtained in various usage modes, focusing on Generation,
Concretization, and Rewriting, as these are more directly related
to the artifacts produced and evaluated in this work. Specifically,
to estimate students’ satisfaction with ChatGPT suggestions for
each mode, we consider all 40 projects in processes A*, A~, and
B, measuring the percentage of projects where students accepted
at least one output for a particular usage mode out of all projects
where students utilized ChatGPT in this mode.

Table 2 shows the outcome of this analysis, for each process
individually and for all processes combined. As expected, all groups
following A~ and B processes, as well as the majority of groups in
A process, used ChatGPT in Generation mode to either create from
scratch or extend their requirements specification. However, the
acceptance rate was much lower in both Process A* and A~ groups,
compared with that in Process B, as the former groups already had
a good preliminary idea of what the requirements specifications
should look like.

Instead, many Process At groups successfully utilize ChatGPT
to concretize their existing ideas (the highest acceptance rate over-
all) as well as provide writing improvements (albeit with a lower
acceptance rate). As for the groups following Process A~ and B,
they successfully used ChatGPT to concretize preliminary partial
information about their project, as well as intermediate ChatGPT
replies, e.g., «For an Android app that lets users query a grades
website for a university, describe a functional requirement for au-
thenticating the user». Surprisingly, none of the groups in A~ and
B processes asked ChatGPT for rewriting, presumably because the
text they used was generated with ChatGPT to start with. Groups
also often combined patterns, such as requesting new functional
requirements while concretizing existing ones.

Overall, concretization usage mode led to the highest acceptance
rates across all processes, demonstrating ChatGPT’s ability to im-
prove on the well-defined user input: «ChatGPT outputs are more
desirable when you ask it for improvement».

Answer to RQ3: Students perceive ChatGPT as an easy-to-approach,
available, and useful tool. Idea concretization and text rewriting
are the most popular ChatGPT usage modes, especially for stu-
dents with well-formed initial ideas. At the same time, students
are concerned with generic and unrealistic suggestions, prompting
difficulties, and the potential of over-reliance on the tool.

5 Threats to Validity

External validity pertains to conditions that limit the general-
ization of our findings. As in many other exploratory studies, our
research is inductive in nature and thus might not generalize beyond
the subjects that we studied. As our study involved a large-scale
course with 20 student groups, we believe our results are reliable.
However, to further mitigate this threat, we make our methodology
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and evaluation strategy publicly available to encourage replication
studies across different settings, to further assess the generalizabil-
ity of the findings.

Team dynamics pose another threat to validity. While the teams
used ChatGPT during in-class lab sessions and off-class meetings,
we did not systematically control or collect data on team inter-
actions. Team compositions, collaboration style, or interpersonal
dynamics may have influenced students’ experiences and satis-
faction when using Al techniques. However, we believe our main
findings hold across different team configurations and individuals.

The main threat to the internal validity of our results stems
from the manual artifact inspection and grading. We mitigate this
threat by having at least two authors perform all data analysis
steps independently and further resolving all disagreements in a
discussion with another author.

Our selection of the investigator for the case study could also
affect our results. We mitigate this threat by carefully selecting a
competent subject with the necessary background and skills match-
ing our target audience. Finally, to reduce the effect of ChatGPT
responses varying when repeated with the same prompt, we ran
each case study three times and presented the averaged results.

6 Discussion and Future Directions

Training Students to Better Utilize AI Tools. As the students
in this course offering did not receive any training in crafting high-
quality prompts, our results probably represent an unbiased sample
of typical ChatGPT usage. Sadly, our prompt quality assessment
results show rather low prompting proficiency of the students, in-
dicating educational opportunities in this domain. As one student
put it in their feedback: «prompting is hard. it needs thoughtful
thinking». Our results also show the importance of instilling critical
thinking when analyzing Al outputs; students expressed the same
sentiment: «[need to] teach students how to critically analyze the
quality of Al answers». In this reality, it is important to systemat-
ically train students on how to interact with Al tools, both when
prompting and when critically analyzing their outputs.

For prompting, we believe that the prompt quality metric we
proposed and the prompting strategy our expert user followed
could be a useful starting point of such training — not only in
requirements engineering, but also in other software engineering
tasks. Our prompt metric and strategy basically emphasize the
importance of elaborating on each task at a sufficient level of detail
and systematically breaking down larger tasks into smaller ones —
concepts that are not new in the field of Software Engineering but
that now receive renewed attention in the context of prompt-based
use of AL

For critical analysis, as students learn from failures probably as
much as they learn from following successful practices, we believe
that sharing with students concrete examples of conversational Al
deficiency in the context of their assignments could be useful and
we intend to leverage information and evidence collected in this
work for future offerings of the course.

Furthermore, the course offering discussed in this paper was
deliberately designed to promote critical thinking by allowing stu-
dents to critically reflect on the process of using ChatGPT in two
different modes (process A and B), explicate the strengths and weak-
nesses of both approaches, and better understand which strategies
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work best for them. While some student reflections led us to be-
lieve our design was effective, our teaching approach induced extra
overhead on the course staff, e.g., because they had to grade two
requirements specification artifacts instead of one.

For student cohorts larger than ours, such an approach might
not scale well. One way to mitigate this issue while keeping the
benefits of focusing students’ attention on the critical analysis of
their interaction with Al technologies, could be using selective and
peer-review evaluations. That is, we could randomly select and
grade only one of the requirements specifications produced by one
of the processes, A or B. Asking teams to peer-review the require-
ments specifications is another option, which also has additional
benefits of exposing students to several requirements specifications
examples and training students in reviewing others” work. While
these approaches may lead to less accurate grading, we believe that
the benefits could outweigh the scaling drawbacks.

As industry shifts to the collaborative human-Al nature of work,

i.e., Software Engineering professionals are nowadays augmented
with Al tools, learning also shifts to the collaborative student-Al
experience, i.e., students’ course deliverables are now produced
collaboratively with Al tools. Educators thus need to rethink the
learning objectives they target and develop new assessment meth-
ods to estimate students’ gained knowledge w.r.t. these objectives.
In this course offering, we assessed whether the students gained
knowledge in requirements engineering through an in-class paper-
only written quiz. Analyzing the relationship between students’
grades for the quiz and their reported reliance on ChatGPT, we
found no correlation between the two. We thus believe students
received adequate training in requirements engineering task ir-
respective of their ChatGPT usage. However, we believe that a
broader effort aiming to understand how to set up and assess a
more general Al-aware and Al-targeted training strategy and how
to embed it into the program curriculum, to best prepare profes-
sionals for the new Al-empowered world, is needed. We hope our
experience and lessons learned from this offering of the course can
be used as inspiration for such future educational initiatives.
AI Technology. Our analysis of students’ ChatGPT conversations
and our own prompting study shows some deficiencies of the un-
derlying AI technology, such as being incomplete, unspecific, or in-
feasible; it has factual knowledge gaps and can produce outputs that
are internally inconsistent. Moreover, it produces non-deterministic
replies, with a varying degree of correctness.

Fine-tuning Al models for a task-specific setup, such as configur-
ing ChatGPT for requirements engineering processes in a particular
course, project, team, organization, etc., could save some of the
prompting and refinement effort. For example, we observed that
when students’ prompts did not provide any clarifications about
the intended use and scope of the project, ChatGPT suggested re-
quirements that did not align with their expectations and needs,
e.g., “the system should support over 10,000 users”.

Our analysis of students’ prompts also shows that students often
ask ambiguous questions, such as “Improve this”, which can be
interpreted as “improve wording”, “fix the structure of the text”, “add
more requirements”, etc. In most instances where students provided
such ambiguous prompts, ChatGPT made specific assumptions
about the students’ goals and proposed a set of improvements,
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which were not necessarily aligned with students’ intentions. As
a reasonable human actor would likely ask for clarifications on
what kind of improvements are expected, we believe improving the
ability of Al tools to figure out when to ask clarifying questions
and which questions to ask would largely improve the models.

Finally, a number of students also flagged the lack of support
for interacting with ChatGPT as a team. As teamwork is a crucial
element of many engineering tasks, an interface supporting the
simultaneous interaction of multiple team members with Chat-
GPT would increase its usability in collaborative environments.
Designing such interfaces seems valuable future work.

As Al technology continues to improve, our experience with
ChatGPT 3.5 might not generalize to future Al tools. However, we
believe that our main findings and proposed educational adapta-
tions pertain to the use of Al technology in general, not ChatGPT 3.5
in particular, and will remain relevant.

7 Related Work

We discuss related work in three dimensions: (a) pedagogical ap-
proaches to using conversational Al (b) assessments of conversa-
tional Al capabilities in computer science education, and (c) prompt
engineering.

Pedagogical Approaches. A number of authors emphasize the
need to adjust teaching and learning practices [19, 20, 31, 35] to
the new era of conversational Al technologies. For example, Denny
et al. [19] suggest teaching prompt problems, i.e., to have students
devise prompts that would guide an Al tool to generate the code
required to solve a given problem. Student feedback on this ap-
proach is positive and suggests that it engages their computational
thinking and exposes them to new programming constructs. Our
work follows this general direction of adjusting teaching paradigms,
encouraging students to apply critical thinking when working with
conversational Al techniques. We also contribute a set of attributes
and a metric to assess the quality of the prompts, while existing
work on prompt engineering typically assesses prompt quality by
measuring the quality of the produced output [14, 19].

A different line of research explores the use of Al in generat-
ing teaching materials, including programming exercises [10, 11,
29, 44, 46], contextualized problem statements [44], and personal-
ized questions tailored to students’ interests [36]. Similarly, some
explore techniques for automating assessment generation, grad-
ing, and feedback generation processes [16, 21, 27, 28, 33, 52]. Our
work is orthogonal to this and rather focuses on teaching effective
mechanisms to employ conversational Al tools.

Yet another line of research emphasizes the limitations of using
generative Al in education. These include the potential for students
to become over-reliant on generative Al tools to solve problems [9,
10, 22, 23, 26] or to spend their time in unproductive ways, e.g., it
may take longer to figure out an effective prompt than to write
the code [2, 40, 50]. Our results confirm these findings and discuss
in more detail both the anticipated effort for successful prompt
engineering and cases where over-reliance on ChatGPT caused
students to lose marks in the requirements engineering tasks.
Assessments of Al Capabilities. Another research direction fo-
cuses on assessing the capabilities of conversational Al techniques
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for solving typical course assignments and other similar educa-
tional activities. While the majority of this work looks at code-
related tasks [4, 18, 41], few also explore the applicability of Al in
tasks that extend beyond coding, such as requirements engineer-
ing [13, 25, 48]. These works mostly rely on interviews, surveys,
and students’ self-reflections. They show that students who were
asked to use ChatGPT for the requirements engineering task gen-
erally have a positive perception of its capabilities [13] and believe
that ChatGPT enhanced their efficiency, accuracy, and understand-
ing [48]. However, they rarely use it for this task if not explicitly
asked [25]. While the outcomes of these works are inconclusive,
most agree there is a need for a well-thought-out and balanced
approach to technology use. Our work contributes to this direction.
Moreover, instead of relying on interviews and surveys, we perform
a detailed analysis of student- and ChatGPT-generated artifacts,
which allows us to gain deeper insights into the workflows students
followed, successful and failing practices, and the effort required to
employ ChatGPT for requirements engineering tasks.

Prompt Engineering. Prompt engineering is the systematic design
and optimization of inputs (i.e., prompts) for conversational Al
systems, to enhance the quality of their outputs [14, 43]. Prompting
strategies range from basic ones, as documented in the OpenAl
prompting guide [37], to advanced ones such as those classified
by a recent survey [43]. This field has seen the development of
strategies and techniques ranging from basic ones, such as those
documented in the OpenAI prompting guide [37], to advanced ones,
such as those classified by a recent survey [43]. The basic ones,
including few-shot prompting [12] and specifying personas [32,
51], form a basis for our prompting metric. Advanced prompting
techniques, such as chain-of-thought prompting [49] and program-
of-thoughts prompting [15], require a deeper understanding of Al
systems or additional tools for effective implementation and thus
are out of scope of our current study. Given their complexity and
the specialized knowledge or tooling they necessitate, we have
chosen to exclude these advanced techniques from the scope of our
current study, focusing instead on more broadly applicable ones.

8 Conclusion

In this paper, we reported on our experience integrating ChatGPT
into the curriculum of a large upper-level undergraduate project-
based course on Software Engineering, where students used Chat-
GPT in a controlled manner to help with the requirements specifi-
cation task. We discuss the course setup we devised to encourage
students to critically assess Al outputs, i.e., processes A and B for in-
teracting with ChatGPT, the effort required to produce high-quality
ChatGPT outputs, and students’ approaches to utilize ChatGPT
for their work. We were surprised to observe that, unlike our ex-
pectations, process A did not generally result in higher-quality
requirements than process B. Our study also provides empirical
evidence that reaching beyond 80% quality in any of the processes
requires a substantial effort. Specifically, high-quality prompting
took significant time, even for the professional investigator, and
brainstorming /improving ChatGPT outcomes took students’ effort.
We hope that our work will inform educators who aim to integrate
Al technologies into their curriculum and will provide ideas for
Al technologists on how to improve and better integrate Al into
existing workflows.
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